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Abstract—Elasticity in cloud systems provides the flexibility
to acquire and relinquish computing resources on demand.
However, in current virtualized systems resource allocation is
mostly static. Resources are allocated during VM instantiation
and any change in workload leading to significant increase or
decrease in resources is handled by VM migration. Hence, cloud
users tend to characterize their workloads at a coarse grained
level which potentially leads to under-utilized VM resources
or under performing application. A more flexible and adaptive
resource allocation mechanism would benefit variable workloads,
such as those characterized by web servers. In this paper, we
present an elastic resources framework for IaaS cloud layer
that addresses this need. The framework provisions for appli-
cation workload forecasting engine, that predicts at run-time
the expected demand, which is input to the resource manager
to modulate resource allocation based on the predicted demand.
Based on the prediction errors, resources can be over-allocated or
under-allocated as compared to the actual demand made by the
application. Over-allocation leads to unused resources and under
allocation could cause under performance. To strike a good trade-
off between over-allocation and under-performance we derive an
excess cost model. In this model excess resources allocated are
captured as over-allocation cost and under-allocation is captured
as a penalty cost for violating application service level agreement
(SLA). Confidence interval for predicted workload is used to
minimize this excess cost with minimal effect on SLA violations.
An example case-study for an academic institute web server
workload is presented. Using the confidence interval to minimize
excess cost, we achieve significant reduction in resource allocation
requirement while restricting application SLA violations to below
2-3%.

Keywords-Clouds, Elasticity, Forecasting, Cost function, Qual-
ity of Service.

I. INTRODUCTION

Elasticity is a key characteristic of the cloud, enabling users
to acquire and relinquish the resources dynamically. In the
current TaaS cloud systems, the resources are provided in the
form of virtual machines (VMs). To acquire more resources,
a cloud user needs to migrate its application to another VM
with more resources, and vice versa. For example, Amazon
provides few standard types of VMs [1] with some pre-
defined configuration like small, medium, and big instance,
and some job specific instances like high memory, high CPU,
high I/O instances. Such provisioning is useful for workloads
whose resource requirements or usage matches the allocation.
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Fig. 1. Typical workload characteristics of web application

However, in the case of varying workloads, like those of
web servers, these provisioning models lead to pricing by
static allocation rather than dynamic allocation. To achieve
pay-by-use, such application workloads need varying resource
allocation matching the variation in demand. In prevalent
clouds, users are left with no choice but to ask for the most
appropriate sized VM regardless of how efficiently they use it.
As an instance, figure E] shows the actual workload of a web
server hosted in our academic institute. The x-axis in the figure
represents time in days and the y-axis indicates the web server
workload, measured as the number of http requests per hour,
received by the server. The server receives higher requests
during the day as compared to night times. Using the existing
resource provisioning model, for this workload, a user would
demand two types of VMs as represented by the peak and
trough of the workload corresponding to allocated resources
curve. However, as is visible, the resources are mostly over-
allocated since fine grained allocation, that is matching to the
variation in the workload, is not possible. Further, calculations
show that the effective utilization of resources as per this
allocation is just 27.4% (assuming linear relationship between
workload and resources), which is ratio of area under curve of
the actual workload to the workload corresponding to allocated
resources. In such cases, cloud users end up paying more
than what they actually use. Existing provisioning models are
not very efficient for the cloud providers too. Even though
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Elastic Resources Framework for IaaS

there are idle resources available, the provider can not release
them for better usage. Inefficient models thus contradict the
whole idea of achieving high server utilization using cloud
computing.

For the workloads described, the current provisioning mod-
els ensure preservation of application SLAs, but result in
significant idle resources. To address this gap, in this paper,
we modify the TaaS architecture as shown in Figure [2] The
picture depicts a modified OpenNebula(http://opennebula.org/)
TaaS architecture. To enable fine-grained elasticity, we propose
the Forecasting engine based on cost model depicted in black
color in the core layer of laaS architecture. By addition of
this component, changes are anticipated in other components
of the architecture, which is captured by gray color boxes.
Other components that are not affected are the white colored
boxes. In the existing laaS architecture, Scheduler (in Tools)
interacts with VM Manager (in Core) to deploy or reallocate
the VM on the selected server. We introduce a component
Forecasting engine based on cost model into the architecture,
which basically forecasts the resource requirement based on
the history of the application workload that the VM hosts.
It provides fine grained resource requirements to the VM
Manager, which in turn, either fulfills the demand on the same
server or interacts back with Scheduler if it is not possible to
fulfill the demand locally. The component Information Man-
ager which monitors the resource utilization in the VMs, now
also collects and interprets the workload history saved in VM
and presents it to the forecasting engine [2]. The forecast made
by the prediction engine may not be always correct, therefore
leading to under-allocation or over-allocation of resources.
Over-allocation leads to under utilization of resources and
under-allocation leads to poor performance of the application.
To assess the same, we derive an excess cost model and
formulate the problem into a cost optimization problem. The
excess cost comprises of two components, namely, cost due
to over-allocation of resources (Coyer—aliocation) and the
penalty cost (Csr, Apenalty) corresponding to poor application
performance resulting from under-allocation of resources. The
goal of optimization problem is to reduce the excess cost. The
basic intuition of this cost model is to reduce the resource

cost of the user by enabling resource allocation closer to what
is actually used, without compromising on the application
performance. At the same time, by adaptively allocating re-
sources as dictated by the workload, the provider is aware of
idle resources that could potentially be used for some other
workloads. This leads to better utilization of resources.

The main contribution of the paper are as follows:

o A generic fine-grained elastic resources framework for
IaaS cloud based on an excess cost model.

o Finding optimal trade off between over-allocation cost
of resources and under-allocation SLA penalty, using
optimal value of confidence interval of the forecast.

o While leaving the resource provisioning decisions to the
provider, this paper shows how the users’ interest can be
protected by enabling performance based SLAs.

o This paper shows that significant reduction in the resource
allocation can be achieved using dynamic allocation of
resources along with negligible SLA violations, for an
elastic workload. For our case study, we see a reduction
of more than twice in the resource allocation while
restricting application SLA violations to below 2-3%.

The rest of the paper is organized as follows. Section [II]
provides the motivation for the modification in IaaS cloud
architecture. Section [l starts with some definitions and il-
lustrates proposed system model. Section explains system
components with the help of a case study and improvement as
a reduction in the resources allocated. Finally, related work is
discussed in section [V] followed by conclusion in section [VI]

II. MOTIVATION FOR MODIFIED IAAS ARCHITECTURE

Elasticity is a property the IaaS layer can provision, if the
application is able to make variable resource requirements.
However, tracking the variability in resource requirement is a
non-trivial problem. Well known approaches to this problem
look at historical data to derive usage patterns. Based on the
past usage characteristics, models are generated to predict
future usage. It is true that prediction models are highly
sensitive to usage patterns of individual applications. Hence,
one would tend to argue the justification of the forecasting
engine into the IaaS layer, which would normally be managed
by the cloud provider.

The issue with forecasting of application workload is that,
over-allocation of resources is a cost on the cloud user, since
pricing is based on allocated resources and under-allocation
(which leads to under performance of application) is a penalty
on the cloud provider, if application is bound by a performance
SLA. A trade off between these two objectives leads to an
optimal situation for both cloud provider and user.

Building application specific forecasting engine may be
a challenge for an application developer. However, if the
laaS framework provides for some standard forecast engines
like ARIMA(Autoregressive and Integrated Moving Average)
models [3] (explained in detail in section {[V-Al), many ap-
plications stand to benefit. We envisage that the cloud user
would provide the necessary data required by the forecasting
engine to enable building of the model. And subsequently, the



IaaS layer would use this model to adjust resource allocations
based on the history of usage by the application. Although the
effort required in building and using the forecasting engine is
not trivial, the benefits do outweigh the efforts involved.

III. SYSTEM MODEL

The IaaS cloud layer is the operating system of the cloud
data center. One example of IaaS cloud system is OpenNebula.
Figure |2] gives the architecture overview of OpenNebula IaaS
software, depicting different layers and corresponding com-
ponents in each layer. Complete description and functional
responsibilities of these layers and components is detailed
in [4]. We introduce the forecasting engine into the core layer
of the OpenNebula architecture. As indicated earlier, the main
function of this component is to host a prediction model for an
application hosted inside a VM on the cloud. While building
this engine, it is important to identify some key application
metrics that are defined as follows:

A. Metrics used

In this study, we consider the case of I/O workloads as
they contribute to latency as perceived by users. In such
applications, we define the workload by the metric Request
rate, the number of requests per unit time; here the number
of requests per hour as we take the scheduling decisions on a
per hour basis. The performance metric that is of interest to
the user is the Response time that the server takes to service
these requests. We use average response time limits to identify
SLA violations, which are captured by SLA penalty functions.
Although the Performance SLA penalty functions are defined
theoretically by many researchers [S]], they are not commonly
used, yet, in practice. Figure [3| shows an example of penalty
function which we use, where penalty starts increasing when
the response time increases beyond a threshold (100 ms in our
case) specified in the SLA. It saturates after a point, which
captures a state wherein the response time is so huge that the
service is meaningless to the user. Also, by limiting the penalty
function beyond the saturation point, the cloud provider will
not incur extraordinary losses.

Further, in order to derive the resource requirements from
the request rate, a provider needs some initial information from
the user about the workload hosted in the cloud, for example,
resource requirements of the application that he wants to host,
on the IaaS cloud, to support different request rates. Resource
requirements can be derived using a monitoring framework
described in [6]].

B. Proposed Framework

The key component in the proposed elastic resources frame-
work is the forecasting engine which uses an excess cost
model to arrive at an optimal resource allocation based on
predicted workload for the application. The forecast engine
uses associated confidence intervals for the predicted workload
to optimize the resource allocation. Figure [] details the com-
ponent Forecasting Engine based on cost model discussed in
the Figure [2] The input to the engine is the user workload and
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it outputs the optimal resource requirements. The forecasting
engine uses past history of the application workload and builds
a time-series model out of it. Systematic analysis of the
time series is executed offline to build a prediction model. A
probabilistic bound of the forecast, within a given confidence
interval, is generated using the prediction model. For instance,
upper and lower bounds of the forecast for 95% confidence
interval implies that the probability that the forecast would
be within the upper and lower bounds is 0.95. We use the
upper bound of the forecast to provision the resources since
we also want to minimize the SLA violations. By increasing
confidence interval, over-allocation cost will increase and SLA
violations penalty will decrease. Hence, confidence interval is
the key to control the two excess cost functions associated
with the allocation.

Finding Optimal Confidence Interval: The optimal confi-
dence interval is based on the minimization of the total excess
cost of the system. Mathematically, if C'g,c.ss defines the ex-
cess cost, which is defined as a function Coyer—_aiiocation and
Cs1 Apenalty, then the optimization problem can be formulated
as follows:

Minimize
CEzcess = Cover—allocation (a) + CSLA;()enalty (Ot) ()

subject to
0<a<100 )

where, « is the confidence interval. Both Coyer—atiocation
and CgrApenalty are functions of confidence interval. The
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solution to this optimization problem would give us the
optimal value of confidence interval, which a provider can
choose to minimize the excess cost.

Figure 5] further describes the component Find optimal
confidence interval discussed in the Figure [d] First of all, we
split the data into two parts: training and test data. Using the
training data, a model is built and we derive the resources
using the same Resource Derivation Logic used in Figure
Then, based on the resources allocated by the forecast and
the actual workload, we check the response time of the
system. If the response time of the system exceeds a threshold
defined in SLA, we calculate SLA penalty cost based on
SLA penalty function. Otherwise, we compare the predicted
resources with the resources actually required, and calculate
the over-allocation cost. Excess cost is the sum of these two
costs for all of the test points. For each point, we need to
update the model to include the next test point. Note that
update does not mean recalculation of model parameters every
time. Then, we update the confidence interval and repeat the
procedure again to find excess cost, and the objective is to
reach to a point near to optimal confidence interval, where
excess cost is minimized. We describe the components in detail
with the help of a case study in the following section.

IV. CASE STUDY

To illustrate a use case, we analyze the workload of the
web server hosted in our academic institute. Web servers
are one of the most popular I/O workloads that are getting
hosted on cloud systems [2]. These workloads can benefit from
inherently elastic resource provisioning.

A. Time Series Analysis and Modeling

To analyze the workload using a time-series model we
capture the request rate variations, hitting the web server,
in the form of a discrete time series. We observe that this
request rate series has a seasonal trend of 24 hours, except

for the weekends. Hence, we first separate the time series into
data corresponding to weekdays and another corresponding to
weekends. The case study described below uses the weekdays
data only, which was depicted as Actual Workload in Figure
Normally, web applications hosted on cloud are multi-tier
(consisting of different components in different VMs). In that
case, it would represent the workload of front-end component.
The weekends data will have a similar model and is not
described in the paper. But the final model will have both
these incorporated. As discussed earlier, each point represents
the total number of requests for one hour. For our workload the
request rate is captured on an hourly basis, hence we assume
the scheduling decisions would be taken at the interval of one
hour, and thus it makes sense to forecast the request rate for
next one hour.

For the modeling of time series and prediction, we use
Seasonal ARIMA (SARIMA) model. To illustrate the same,
we first introduce basic ARMA model. ARMA model includes
two components : a) Autoregressive - regression on itself, that
is, the current value of the series z(t) can be explained as a
function of p past values z(t — 1), z(t — 2), ... , (¢t — p) and
p is the number of steps into the past needed to forecast the
current value, b) Moving-average model where in the current
value of the series is explained in terms of previous ¢ white
noise terms w(t—1), w(t—2), ..., w(t—q) , that is, past ¢ white
noise terms are combined linearly to form the observed dateﬂ
Mathematically, ARMA model can be represented as,

q

P
D it —i) [+ Y bw(t—i)| 3
i=1 =1

Autoregressive term /\j
Moving-average term
where, ¢; is the coefficient of the x(t — i), 6; is the coefficient
of the w(t—1). It is easy to represent the above equation using
a backward operator B. It is defined as,
B(e(t)) = a(t - 1),
B?(z(t)) = z(t — 2) and so on.
The equation [3] can be rephrased as following :

z(t) = w(t) + Z ¢ B'(x(t)) + Z 0; B (w(t)) (4)

z(t) = w(t) +

— (1= ¢:B)z(t) = (1+)_6:B)u(t) )
i=1 =0
= ¢p(B)(t) = 0,(B)uw(t) 6)

where, ¢, and §, are AR and MA functions of order p and ¢
respectively. That is,
¢p(B) =1—¢1B — $2B*... — ¢, B, and similarly
0,B)=1+6,B+0,B*.. +6,B".

The basic assumption in ARMA models is that the process
z(t) is stationa If a process is not stationary , then

'White Noise series is a sequence of uncorrelated random variables with
zero mean and finite variance.

2Stationary process is the one whose mean does not change with time and
covariance depends on the time lag and not absolute time.



sometimes differencing a series helps to make the process
stationary. ARIMA model is an extension of ARMA, where
the series x(t) is assumed to be an integrated process (which
on differencing becomes stationary) , and so in ARIMA model,
instead of x(t), a difference series is used. For ARIMA, the
model can be described as follows :

¢p(B)(1 = B)*a(t) = 04(B)w(t) ©)

where, (1 — B)z(t) = z(t) — (t — 1), which basically
implies the differencing of x(t). We may have to perform
the differencing a number of times to obtain the stationarity,
which is why the differencing operator (1 — B) may have to
be applied d times.

Finally, seasonal ARIMA is an extension of ARIMA model
to include seasonal components, which capture the seasonal
variations in the series. The seasonal part of an SARIMA
model has the same structure as the non-seasonal one in
ARIMA: it may have an AR factor, an MA factor, and an
order of seasonal differencing. Mathematically, the model can
be represented as :

p(B%)6,(B)(1— B%)(1—B)'a(t) = O(B%)8,(B)u(t)

®)
where, ®p(B®) and O (B®) are the AR and MA polynomi-
als of seasonal part, and (1 — B®) is the difference operator
with a seasonal difference lag S, that is, (1 — B® Yz (t) =
x(t —S). In our case, this seasonal lag is 24 hours. To model
seasonal component, we first take the difference of the series
with a difference interval of 24 hours. Or, in other words,
if 2(t) denotes the weekdays time series, then the difference
series is x(t) — x(t — 24). This difference series is stationary
(confirmed by very low p-value = 0.01 in Augmented Dickey-
Fuller Test, which shows that we can reject the null hypothesis
that the series is non-stationary), and hence we can use the
SARIMA model for our data.

To find the number of parameters of the model, that is, the
number of steps into the past, needed to predict the current
value, we rely on AIC (Akaike information criterion). AIC is a
measure of relative goodness of fit of different models to the
observed data. It provides a nice tradeoff between accuracy
and complexity of the model. Preferred model among all of
the models is the one with minimum AIC value. In our case,
using the above criterion, we find out the optimal number
of parameters and coefficients using forecast package [7]] in
R. For our case, the model parameters that best describe the
model are : p=1, d=0, gq=1, P=0, D=1, Q=1, S=24. After
finding the coefficients, the equation governing the system for
our time series workload comes out to be following :

T

0.7231 o(t—1)
1 a(t — 24)
—0.7231 a(t — 25)
x(t) = 1 X w(t) )
0.5445 w(t —1)
0.9465 w(t — 24)
0.5154 w(t — 25)
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Fig. 6. Forecast with actual data

Furthermore, we observe that the autocorrelation of the resid-
uals of the predicted data is almost zero. This indicates that
the model is correctly specified with no bias [3].

B. Forecasting

To forecast the demand, we use the model generated above
to predict within a confidence interval. For the first time, an
initial value of the confidence interval is specified as the input.
After that, it is provided as a feedback to minimize the excess
cost of the system. In this study, 240 observations are used
to construct the model and it is forecasted and tested for the
next 240 observations. Figure [6] shows the forecast based on
the model constructed above. Solid line shows the observed
values, and the upper bound of the forecast using different
confidence intervals is shown. 0% confidence interval implies
the actual forecast with no bounds. As the confidence interval
is increased, the upper bound of the forecast moves upwards.

C. Deriving Resource Requirements

To derive resource requirements for the observed data,
we use the web server logs to synthesize workload on an
experimental cloud set up. In the experimental setup, web
server is hosted on a VM. OpenNebula cloud is used to
build the IaaS cloud with KVM [ﬂ as hypervisor. In order
to generate the http requests, we use httperf [8] as a client
program. Along with generating varying http requests, it also
has other capabilities like measuring average response time
and throughput, which would help us evaluating our model
in the later steps. We run our experiments on an AMD 2.4
GHz system having 12 cores and 16 GB memory. Figure
shows the variation of VM CPU usage with request rate. As
expected, CPU requirement of VM increases with increase in
request rate [9]. We use this to derive the resources required
to support a given workload (request rate).

D. Provisioning Resources

The forecasted request rate can be used to provision the
infrastructural resources. In our study, we provision the VM
CPU and let the other resources (like memory, network

3Kernel based Virtual Machine (http://www.linux-kvm.org)
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bandwidth) be unconstrained. Based on the variation of VM
CPU with request rate as mentioned in Figure [/} we calculate
the CPU requirement using interpolation. We round off the
request rate to the nearest multiple of 50 requests/s, and the
corresponding VM CPU to the nearest multiple of 2%. For
example, if the VM CPU requirement has been derived to be
16.9%, we allocate 18% of the CPU. Also, using the actual
request rate values, we calculate the actual VM CPU that is
required, such that the response time of the system stays within
the defined limits. Figure [§|shows the comparison of the actual
and predicted VM CPU requirement, based on the earlier
forecast of the request rates. Again, based on the different
confidence intervals of the bound of the forecast on request
rate, VM CPU requirements are derived as shown in the figure.
Since the VM CPU requirements is almost linear with respect
to request rate, forecast of CPU requirement is on the similar
lines to that of forecast of request rate, but has discrete values
of CPU because of the rounding off.

Performance Measure of Resource Provisioning: We fore-
cast the request rate and use it to derive the resources for allo-
cation. Provisioned resources dictate the system performance.
Hence,forecast accuracy is measured in terms of resource
requirement against allocation. Several performance metrics
have been proposed in literature to measure forecast accuracy.
In this paper, we use an absolute percentage accuracy measure,
SMAPE (Symmetric mean absolute percentage error). SMAPE

3500

T T T T
Request Rate - 100
Request Rate - 200
Request Rate - 300 ----------
Request Rate - 400 *
Request Rate - 500 o
Request Rate - 600

Request Rate - 700 - - - --

3000
2500 |-
2000
1500

1000

Response Time (in ms)

s00 | | g

0 10 20 30 40 50 60 70 80 90 100
VM CPU Allocated

Fig. 9. Response time with varying request rates and CPU allocated

is defined as follows

SMAPE = M (10)

X+ X,
where, X; is the actual CPU requirement and Xt is the
predicted CPU requirement. For our case, the value of SMAPE
for the actual CPU requirement prediction (0% confidence
interval) has come out to be 6.67071%, which is quite good
and shows the credibility of our approach.

E. Calculate Response Time

Response time is used to measure SLA violations, as
mentioned earlier. In order to derive the response time of the
system, we use a) provisioned resources (VM CPU) based
on prediction and, b) the actual request rate. In other words,
we need to find how does the system behave if we allocate
the resources based on prediction. To find this, we conduct
experiments by providing limited resources to the system
and measure the response time of the system. We limit the
CPU allocated to the VM and vary the limit from O to
100% for different request rates. Figure [9] shows the response
times observed at different request rates, when we limit the
CPU from 2% to 100%. We notice that response time starts
decreasing and comes under the defined performance SLA
limit (where SLA violations do not occur, it is 100 ms as per
Figure [3)), after a certain point . For example, at the request
rate of 200, response time is well under 100 ms after 14% of
VM CPU. We call this point as Safe Resource Allocation Point
(SRAP). This SRAP increases with increase in the request rate
as can be observed from the Figure [0}

Next, we calculate the value of response time for our
simulated web server workload using the resources allocated,
and the actual request rate. Figure [I0] shows the behavior of
the response time corresponding to the resources allocated
(corresponding to 0% confidence interval). Dotted line denotes
the safe response time for the system, and all of the points
where the response time exceeds the safe limit correspond to
SLA violation points.

4http://en.wikipv:dia.org/wiki/Symmetric_mv:an_absolute_percentagc:_error
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F. Cost function

Excess cost at each point in the time series can be found as
following :

a* Rpgeess Over-allocation cost

CEzcess = § B* RTimeggceedea SLA penalty cost

0 otherwise

Here, Rg.ccss denotes the extra resources allocated than
required and RTimeg cecedeq denotes the response time of the
system that exceeded beyond threshold defined in SLA. « and
[ are the weights for the two cost functions. Total excess cost
is the sum of the excess cost calculated at each point. As we
discussed, the cost functions described above are the functions
of confidence interval. The objective is to find the minimum
excess cost (or an optimal value of confidence interval).
Figure depicts the variation of excess cost function with
confidence interval for our data using different weights of the
cost. Choosing different value of weights associated with over-
allocation and SLA penalty cost leads to a different minima.
As can be observed from the figure, by increasing [, the
optimal confidence interval increases. At higher confidence
interval, SLA violations will be less and over-allocation of
resources will be more. In this way, one can prioritize SLA
violations over over-allocation and vice-versa based on the
user’s requirement.
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G. Improvement using framework

Figure shows the predicted workload using the confi-
dence interval which minimizes the excess cost (using 8 =
0.00025). As can be seen, it forms an approximate envelope
over the original workload. We also find reduction in the
resource allocation when we use our framework than when
we do a static allocation. Actual workload needs just 27.4%
of the resources of the static allocation, as stated earlier. In
static allocation case, the allocated resources are 3 times more
than what is required. Now, using our framework, the allocated
resources are just 1.5 times of the required ones. Thus we get
an improvement of more than twice in the resource utilization
efficiency. Also, using this allocation, the SLA violations occur
for just 2.5% of the workload. It depends on the pricing policy
and SLA penalty, to choose the appropriate cost.

Further, figure [T3] shows the rate of change of resources
allocated for three different scenarios : actual resources that are
required for the given workload, static allocation as depicted
in figure 2| predicted resource allocation as provided by the
framework. Rate of change of predicted resources is more
close to the rate of change of actual resources, than the static
one. The more close the change of allocation is to the change
of actual resources required, more elastic is the resource
allocation framework. The quantification of the elasticity is
beyond the scope of this paper and is left as a future work.
The elasticity metric could then be used as a discriminator
to understand whether the proposed framework would give
significant improvement over static allocation or not.



V. RELATED WORK

In this work, we have proposed a novel framework of
providing fine-grained elasticity for IaaS cloud. To the best
of our knowledge, no one has approached the problem of
dynamic provisioning by way of finding an optimal tradeoff
between the over-allocation and under-allocation using a cost
model. We look at our related work with respect to elasticity
and revenue maximization in clouds.

Extensive literature belongs to a category of reactive sched-
ulers. In [[10]], Fito et. al. have developed an SLA-aware
resource manager, which aims to maximize the revenue of
cloud provider. Based on the immediate state of the system,
they provision the appropriate amount of resources. How-
ever, it would not capture the trend in the workload, which
our framework captures using SARIMA model. In [11], a
stochastic model of resources in virtualized environments and
scheduling algorithm are proposed to provide performance
guarantees and aims towards server consolidation. In this
paper and other papers aiming towards server consolidation
in virtual servers, elasticity of the workload is not taken into
consideration. Regarding forecasting strategies, Bobroff et. al.
in [12]] have introduced dynamic server migration and consol-
idation algorithm, wherein they use the periodograms to find
the periodic components in the CPU utilization series. They
demonstrate that variability in the workload accrue the benefits
of dynamic placement of VMs. In our framework, by using
the feedback loop, it would automatically come up with the
most appropriate type of allocation based on the workload. If
the workload has no pattern, it would automatically provision
the resources close to static provisioning. If it is varying
then the framework would choose local provisioning (vertical
scaling) or replicate (horizontal scaling) based on the predicted
workload. Another related work in [13]] uses ensemble time-
series prediction method to minimize the number of physical
servers, however performance SLAs are not considered. Gong
et. al in [14] have proposed PRESS (PRedictive Elastic
ReSource Scaling) scheme for cloud systems, where in they
find the most dominating frequency component if there is
significant periodic pattern in the signal, otherwise opt for
Markov model to forecast, and they have stated very good
prediction accuracy. We believe that, we can use any fore-
casting strategy in our framework, since it is assumed as a
black box component. The better prediction accuracy of the
forecast would further reduce the total excess cost. Hence,
our framework provides an advancement to the state-of-the-
art systems. Finally, Shen et. al. in [15] have described an
elastic resources scaling framework, which builds upon PRESS
scheme for cloud systems. They use strategies to reduce the
SLA violations by padding an extra amount of resources based
on different scenarios. In our paper, the most appropriate
padding of resources is automatically found using the optimal
confidence interval which minimizes the total excess cost.
Also, instead of forecasting each resource separately (CPU,
memory, etc.), we forecast request rate, which is the true
indicator of workload and is used to derive the resource tuple.

VI. CONCLUSION

Adaptive provisioning of resources based on variations in
workload, improves the overall resource utilization of the
system. In this paper, we have described an elastic resource
provisioning framework, by capturing the change in workload
demand. The approach to the problem is finding an optimal
trade off between over-provisioning and under-provisioning,
which automatically provides the most appropriate allocation
of the resources based on the workload characteristics. This
framework benefits both cloud user and provider. Also, it
ensures the performance guarantees to the user by restricting
SLA violations to a minimum (2-3%) while significantly
reducing resource allocations.
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